**Assignment Self Evaluation Sheet**

**Mathematics for Computer Graphics Assignment 2**

**Student’s Name**: Jack Pitman

*This self-evaluation sheet is marked only on completeness (i.e. please be honest!). The purpose is to help you reflect on your performance and to help identify features of your work.*

|  |  |  |
| --- | --- | --- |
|  | **Yes** | **No** |
| Did I complete the minimum requirements for the assignment? | **X** |  |
| Did I add any extensions (i.e. more advanced features) to the assignment? | **X** |  |
| Did I read up on the subject beyond lecture / lab contact? | **X** |  |
| Did I spend enough time on the assignment? | **X** |  |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Very happy | Satisfied | Disappointed | Ashamed |
| How happy am I with what I submitted? |  | X |  |  |

|  |  |
| --- | --- |
| References for sources and tutorials I used: | Bresenham’s algorithm - <https://www.cs.helsinki.fi/group/goa/mallinnus/lines/bresenh.html>  Bezier Curve - <https://javascript.info/bezier-curve>  Matrix - <http://www.opengl-tutorial.org/beginners-tutorials/tutorial-3-matrices/>  GLM - <https://glm.g-truc.net/0.9.2/api/a00001.html> |
| Main features of my project: | My program allows for users to input their own values for all shapes except the triangle, this allows for the user to experiment with different co-ordinates and different size shapes, the Bezier curve and fake 3D cube shows the advantages of this well.  The menu system for my program also allows the user to choose the shape they want to see, and enter the values required for the shape. |
| The best part of my performance was: | Getting the initial understanding of the library and being able to plot points on the window, then learning how to advance on that and draw lines and more complex shapes |
| The worst part of my performance was: | Not being able to create the menu in a way that means the program doesn’t close after the user has chosen and drawn a shape.  Also, my lack of understanding of matrices meant I had to read up a lot before attempting transformation. |
| One way in which I could improve my submission is: | Attempt more advanced shapes and algorithms such as a more efficient filled circle and a projection 3D shape that can rotate.  Split my program up into multiple files, each drawing their own shape and being modular. |
| One thing I will do to improve my next submission is: | Make sure I use a modular approach to the program so that less code has to be rewritten.  Make sure I attempt advanced features that will possibly allow me to aim for higher grades. |

**Report**

**Introduction**

This is my report on my MCG assignment, this assignment shows off my ability to use an API I have never seen before and draw shapes using advanced techniques such as matrix and Vectors.

**Previous Work**

A common part of computer graphics is ray casting, the process of firing rays from a “Camera” that then collide with objects within the graphical space, these are then rendered to the screen as objects. Ray casting was first coined by Scott Roth in 1982 and was first used in a popular mainstream game called Wolfenstein 3D (iD Software, 1992).

A typical Ray Cast is performed by firing rays from a central position (The camera) to every pixel of the window (A 600 x 800 window would have 480000 rays fired), for a static scene this is only done the once however can be done within a loop to handle moving objects or dynamic scenes.

The main strength of Ray Casting is that is extremely fast depending on the size of the “scene” being casted to, this allows it to be used in a variety of programs and games that can target low end hardware increasing the potential audience of the software using this method. Another strength for Ray Casting is how versatile it is, if a ray intersects with an object, consequent checks can be performed to check what that object is, if it is a collision volume then don’t render it, if it is an enemy or wall then do render it, if the Ray Cast is for a bullet then does it collide with an enemy, if so then kill the enemy and destroy the bullet, if it collides with a wall and is fired from the player, the player has collided with a wall and can no longer move in that direction.

All of these strengths make Ray Casting an extremely popular method for games and applications, however there are some weaknesses to Ray Casting, for example Ray Casting cannot be used to render complex scenes that require reflections/refractions or Global Illumination, this is due to the fact that no additional rays are created from the intersection of the first. Another weakness of Ray Casting is how complex it can become, for example a real bullet can travel through glass, however with a standard Ray Cast the ray would hit the glass and stop, making it unable to impact objects behind the glass.

Another attempt at fixing well known problems with computer graphics is the Bresenham Line Algorithm (Jack Elton Bresenham, 1962), before this algorithm was created, lines drawn diagonally were jagged and awkward to create and render, this algorithm aimed to reduce the jaggedness of diagonal lines by colouring adjacent pixels as the algorithm went further down the line, thus smoothing out the edges. This algorithm also aimed to simplify how lines were created at run time between points as multiple points could be passed into this algorithm creating lines between each, useful for fake 3D shapes or randomly generated 2D shapes.

Below is an example of a section of line drawn using the Bresenham algorithm which clearly shows the line being drawn diagonally downwards and how multiple pixels are coloured to make the line appear smooth.

![https://upload.wikimedia.org/wikipedia/commons/thumb/a/ab/Bresenham.svg/300px-Bresenham.svg.png](data:image/png;base64,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)

**Analysis**

I am happy with how my work came out, I managed to render all of the primitive shapes and then managed to create and render a few more advanced ones such as a Bezier Curve.

I tried to program my work in such a way that made it at least slightly modular, especially when it came to the showLine method that I used often, this allowed me to not have to rewrite code I was using often allowing me to speed up development and make my code neater.

One of the strengths of my program is the neatness of the code, while not split into files, the code is split into methods and sections allowing for individual parts of the code to be singled out and reviewed without affecting other parts of the program.

A weakness of my program is the lack of a Ray Tracer, while I tried to work on one I could not get it to function to a standard I deemed acceptable for this assignment and so chose to omit it from the submission, this disappointed me as I had hoped to have a working Ray Tracer showing at least a basic lit scene.

As I spoke about in the “Previous Work” section, I used the Bresenham line algorithm in my program to draw the lines that are visible, this made it extremely easy to create a fake 3D cube based on the users inputted points and sped up development over having to create my own algorithm.
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